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Web applications have become a central part of our modern era, playing a significant role 

in facilitating various online activities such as social networking, e-commerce, and 

financial transactions. As reliance on different web applications has increased, the risks 

of cyberattacks and breaches of user data have also grown substantially. Therefore, web 

application security is of utmost importance to protect user information, maintain trust in 

electronic services, and prevent financial losses for organizations and entities. In this 

paper, we propose a novel system that integrates automated detection with detailed 

reporting mechanisms to analyze critical security vulnerabilities targeting web 

applications, such as SQL injection and Cross-Site Scripting (XSS) attacks. Unlike 

existing solutions, our system provides actionable insights that help organizations not only 

detect but also mitigate vulnerabilities, significantly enhancing the overall security of web 

applications. 
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1. INTRODUCTION

Web applications have evolved from simple collections of 

static HTML documents to complex and comprehensive 

applications containing hundreds of dynamically generated 

pages with highly advanced functionalities, which were 

previously reserved for traditional desktop applications [1]. 

At the same time, this rapid evolution, coupled with the 

increasing amount of sensitive information now accessible via 

the web, has led to a concurrent rise in the number and 

complexity of attacks and vulnerabilities associated with web 

applications [2]. 

Web security plays a crucial role in daily web applications, 

and the lack of security can lead to societal breakdowns on a 

broader scale. The importance of this field continues to grow 

as the number of internet users worldwide increases, exposing 

them to risks such as phishing attacks [3], and as they 

increasingly rely on web applications as a primary source for 

their activities, including online shopping, banking services, 

and chatting with friends [4]. 

Figure 1. Reasons for targeting web applications 

There are two categories of web security: web browser 

security and web application security. Web application 

security is more vulnerable than web browser security because 

it poses more severe threats to the user, such as credit card theft, 

document theft, and the compromise of confidential data [5]. 

Hackers often breach web applications due to the lack of 

input variable validation and the failure to implement security 

recommendations at the web application level as a whole. 

The primary goal of web security research is to provide 

users with a secure and reliable platform for connecting to web 

applications. 

Obtaining reliable information about the current state of 

web security is an extremely challenging task, as most 

organizations and companies are reluctant to disclose 

information related to their security vulnerabilities. 

Web applications are targeted for several reasons, as 

mentioned in Figure 1, with the theft of sensitive information 

ranking first among these reasons. 

Currently, web application security measures face 

significant challenges, such as the inability to detect complex 

or combined vulnerabilities. Existing tools often target 

individual vulnerabilities but fail to address them 

comprehensively. The proposed system seeks to fill this gap 

by providing a unified solution that not only identifies key 

vulnerabilities like SQL Injection, Cross-Site Scripting (XSS), 

and Cross-Site Request Forgery (CSRF) but also offers 

practical steps for mitigation. This contribution builds upon 

existing approaches and demonstrates significant 

advancements in securing web applications. 
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2. BACKGROUND 

 

Web application security refers to the practices, techniques, 

and measures implemented to protect web applications from 

vulnerabilities, attacks, and unauthorized access. It involves 

the implementation of security controls and safeguards to 

ensure the confidentiality, integrity, and availability of web 

applications and the data they process. This includes various 

aspects such as protecting sensitive user data, preventing 

unauthorized access to systems, and ensuring the availability 

and integrity of the system [6, 7]. 

Attackers can exploit underlying security vulnerabilities in 

web applications to gain unauthorized access, steal sensitive 

information, manipulate data, or disrupt the application's 

functions entirely [8]. In an era where cyber threats are 

constantly evolving [9, 10], understanding security risks and 

implementing effective measures is crucial for protecting user 

data, maintaining the reputation of the organizations 

developing these applications, and providing users with a 

secure online experience [11]. Moreover, the goal of web 

application security is to identify and mitigate vulnerabilities 

that attackers could exploit to compromise the security of the 

application or its users [12]. 

In the context of web application security, vulnerabilities 

refer to weaknesses or flaws in any system, network, or 

application that can be exploited by attackers to compromise 

the security and integrity of the system [13, 14]. These 

vulnerabilities may arise from design defects, programming 

errors, improper system configurations, or other factors that 

create potential pathways for unauthorized access, data 

breaches, or system exploitation. Such vulnerabilities can lead 

to unauthorized access to sensitive user information or the 

execution of malicious actions that jeopardize the security of 

the web application [15-17]. 

Current approaches often lack comprehensive solutions, 

focusing on specific vulnerabilities while neglecting others. 

For instance, many tools effectively identify SQL Injection but 

fail to address Cross-Site Scripting (XSS) or Cross-Site 

Request Forgery (CSRF). Addressing these gaps requires an 

integrated approach, which the proposed system aims to 

provide. 

 

2.1 SQL injection vulnerability 

 

SQL Injection is a security vulnerability that allows 

attackers to manipulate or execute unauthorized SQL 

statements within an application's database [18, 19]. It occurs 

when user input is not properly validated or sanitized, allowing 

malicious SQL commands to alter queries. Common types of 

SQL Injection attacks include Classic or In-band SQL 

Injection [20], where attackers inject harmful code into user 

input fields, such as Error-Based and Union-Based SQL 

Injections [21]. Error-based attacks exploit application error 

messages, while Union-based attacks leverage the UNION 

statement to retrieve data from multiple database tables, 

requiring the attacker to match the query structure [22, 23]. 

Blind SQL Injection occurs when the attacker cannot 

directly see the results of their injection in the application's 

response [24]. Instead, they rely on boolean-based or time-

based techniques to infer information. Boolean-based attacks 

involve expecting true or false responses, while time-based 

attacks manipulate response times to extract data [25]. Blind 

SQL Injection is often used to steal sensitive information, 

though it is more challenging to exploit than in-band attacks 

[26]. Another complex form of SQL Injection is Out-of-Band, 

where attackers use alternative communication channels, such 

as DNS or HTTP, to extract data or execute system commands. 

Preventing SQL Injection requires proper input validation 

and sanitization techniques [27]. Input should be validated to 

match expected formats, and special characters that could be 

used for injection should be removed or escaped [28]. 

Whitelisting acceptable input patterns is another effective 

strategy [29]. Additionally, using prepared statements or 

parameterized queries is critical for blocking SQL Injection 

attempts. These methods separate SQL code from user input, 

treating user inputs as data rather than executable commands, 

thus preventing malicious code from altering query behavior 

[30]. 

 

2.2 Cross-Site Scripting vulnerability 

 

Cross-Site Scripting (XSS) is a vulnerability that lets 

attackers inject malicious scripts into web pages viewed by 

others [31]. It occurs when a web application fails to sanitize 

user input and reflects it back to users. This allows attackers to 

execute harmful code in the victim’s browser. In 2007, XSS 

made up about 84% of documented security vulnerabilities 

[32]. XSS attacks exploit how web browsers run scripts from 

different sources without verifying their origin, creating a 

significant risk to users. 

There are three main types of XSS attacks [33]. Reflected 

XSS occurs when attackers send a malicious link that executes 

a script upon clicking. Stored XSS involves injecting a script 

into a web application that stores user input, making it the most 

dangerous type. In this case, malicious code is stored in a 

database and affects multiple users [34]. DOM-based XSS 

happens in client-side code, manipulating the browser’s 

Document Object Model (DOM) to execute harmful code 

without server involvement [35]. 

Preventing XSS attacks requires multiple strategies. Input 

validation and filtering ensure that user input is sanitized to 

remove harmful characters [36]. Output encoding helps 

display dynamic data safely by converting special characters 

to plain text. Additionally, Content Security Policies (CSP) 

restrict the execution of scripts to trusted sources, reducing 

XSS risks by preventing unauthorized code from running on a 

webpage [37]. 

 

2.3 Cross-Site Request Forgery vulnerability 

 

Cross-Site Request Forgery (CSRF) is a web application 

vulnerability that allows attackers to exploit the trust between 

a user's browser and a web application [38, 39]. Attackers trick 

victims into making unauthorized requests without their 

knowledge, using methods like crafted image tags, hidden 

forms, or JavaScript executions. CSRF attacks rely on the 

victim being authenticated with the target site, as the browser 

automatically includes session tokens or cookies in requests, 

enabling unauthorized actions [40]. 

Types of CSRF attacks include Basic CSRF, where victims 

are manipulated into performing actions unknowingly, and 

CSRF via Image Tag, which sends GET requests through 

HTML <img> tags [41]. CSRF via AJAX exploits 

asynchronous requests, while hidden form submissions 

involve automatic form submissions with the victim's cookies. 

Additionally, Remote File Inclusion (RFI) via CSRF can occur 

when attackers exploit vulnerabilities to include malicious 

files from remote servers, potentially leading to code 
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execution or data exposure [42]. 

Preventing CSRF attacks requires a combination of 

techniques. Checking the Referer header can help validate 

request origins while implementing unique CSRF tokens adds 

an extra layer of security by ensuring request legitimacy [43]. 

The SameSite attribute in cookies restricts their use in cross-

origin requests. Additionally, requiring reauthentication for 

sensitive actions and using CAPTCHA can further enhance 

protection against CSRF vulnerabilities, ensuring that requests 

are made by genuine users [44, 45]. 

 

 

3 LITERATURE REVIEW 

 

3.1 In the field of SQL injection vulnerabilities 

 

In 2021, researchers Fairoz Kareem, Siddeeq Ameen, and 

Azar Abid Salih from Duhok University in Iraq conducted a 

study discussing the strengths and weaknesses of PHP, 

emphasizing its importance as a widely used server-side 

language for web application development. They highlighted 

several PHP functions that pose high-risk vulnerabilities if 

misused by developers, noting that easier development 

practices often lead to higher security risks. The study 

reviewed PHP and other languages' techniques for protecting 

against SQL Injection vulnerabilities, detailing the 

consequences of such vulnerabilities and their detection 

methods. They examined patterns such as GET and POST and 

provided various suggestions and preventive measures for 

SQL Injection vulnerabilities, pointing out that sensitive 

information like passwords and credit card numbers, often 

stored in databases, is particularly vulnerable to attacks [46]. 

In 2021, researchers Jeklin Harefa, Gredion Prajena, 

Alexander, and Abdillah Muhamad from Bina Nusantara 

University in Indonesia focused on improving web application 

security against SQL Injection attacks by using features 

provided by the proposed Web Application Firewall (WAF). 

They demonstrated that the studied firewall could 

automatically block a significant portion of attacks and 

explained various features such as IP blocking, identifying and 

flagging unusual data traffic as malicious, and tools for 

administrators and users to manage application security. They 

compared it with CloudFlare in terms of their ability to block 

different types of security attacks and evaluated their strengths 

and weaknesses. The study differentiated between various 

SQL Injection patterns, including logically incorrect queries, 

union queries, and stored procedures. They concluded that 

their proposed system could enhance web application security 

against SQL Injection but required additional features and 

improvements, such as security alerts, reports, and integration 

with other security threats [47]. 

 

3.2 In the field of Cross-Site Scripting (XSS) vulnerabilities 

 

In 2017, researchers Kirthiga Devi and Geogen George 

from SRM University in India conducted a study on detecting 

vulnerabilities in web applications related to Cross-Site 

Scripting (XSS) attacks. They explained the damage and 

mechanisms of XSS, which involve malicious JavaScript code 

executed either on the client-side or server-side. They 

discussed the vulnerability in the browser's session for web 

applications and proposed the addition of XSS-Check, a tool 

designed to detect XSS vulnerabilities on the client side. This 

tool identifies persistent XSS (where malicious code is stored 

in the target database and executed in the client's browser) and 

non-persistent XSS (targeting individuals through social 

engineering, such as malicious links). The XSS-Check tool 

scans and crawls the main and sub-links of the web application 

to find and report vulnerabilities [48]. 

In 2012, Shashank Gupta and Lalitsen Sharma from Jammu 

University in India studied the exploitation and defense of 

XSS vulnerabilities in web applications. They performed 

experiments on a local server (like XAMPP) to steal user 

information, such as session details and cookies, which are 

frequently used by web applications to maintain authentication 

states and automatically validate legitimate requests without 

further authentication. Their research included investigating 

XSS vulnerabilities on social media platforms like Facebook, 

Twitter, and blogs. They proposed a new mitigation technique 

using a sandbox environment in the web browser. They 

suggested several preventive measures, including proper input 

validation, maintaining a blacklist of vulnerable sites, and 

staying informed about the latest web technologies [49]. 

 

3.3 In the field of Cross-Site Request Forgery (CSRF) 

vulnerabilities 

 

In 2021, N. Jhansi, M. Naveen, A. Sai Kumar, and R. 

Jagadeesh from AVN Institute in India proposed a 

methodology for leveraging Machine Learning (ML) to detect 

vulnerabilities in web applications. They considered ML 

highly beneficial for web application security due to the 

significant diversity in web application types and 

programming languages. ML can utilize manually labeled data 

to simulate human understanding of web applications through 

automated analysis tools. They applied these concepts to 

discuss Mitch, the first ML-based tool for detecting Cross-Site 

Request Forgery (CSRF) vulnerabilities that operate at the 

HTTP traffic level, regardless of the web application's 

programming language [50]. 

In 2018, Emil Semastin, Sami Azam, Bharanidharan 

Shanmugam, and Krishnan Kannoorpatti from Charles 

Darwin University in Australia conducted a study discussing 

preventive measures for CSRF attacks on web applications. 

They suggested several available tools for testing CSRF 

vulnerabilities, such as Burp Suite, ZAP, and Pinata. They 

highlighted that one of the most effective solutions is passing 

an unexpected token through a hidden field and verifying its 

validity on the server side. The token can also be passed 

through URLs, cookies, or via GET or POST requests. They 

proposed a third solution, which is a combination of these 

methods through double verification, to enhance security and 

ensure protection against CSRF vulnerabilities [51]. 

While numerous studies have contributed to the field of web 

security, many focus on isolated vulnerabilities or specific 

scenarios. For instance, tools like XSS-Check and machine 

learning-based CSRF detectors excel in their respective 

domains but lack the versatility to address multiple 

vulnerabilities concurrently. The proposed system builds on 

these works by integrating detection mechanisms for SQL 

Injection, XSS, and CSRF vulnerabilities, providing a more 

comprehensive approach. This integration distinguishes the 

system from existing solutions, offering enhanced detection 

accuracy and usability and providing actionable remediation 

steps.
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4. METHODOLOGY AND RESULTS 

 

In this section, we propose a system-based on the 

information analyzed-that assists in identifying security 

vulnerabilities in web applications and enhancing their 

security. Initially, we developed two web applications: one 

containing the targeted security vulnerabilities and the other 

secured against these vulnerabilities, to serve as test cases for 

our experiments. Our proposed system takes the URL of a web 

application provided by the user and performs an analysis to 

detect potential vulnerabilities by applying various attack 

vectors and techniques studied. If the system successfully 

injects malicious code or performs unauthorized actions, this 

indicates that the web application has security flaws that 

require attention. The system then generates a detailed report 

with recommended measures to mitigate the identified 

vulnerabilities and improve the application's overall security 

posture. This will be explained in detail in the following 

sections. 

 

4.1 Developing web applications using PHP language 

 

At this stage, we developed two web applications, as shown 

in Figure 2. In one application, security measures were 

deliberately neglected, with direct queries used without input 

validation or steps taken to mitigate security vulnerabilities. 

In the second application, we implemented all the security 

precautions and protections studied, applying these measures 

directly within the code to ensure the application is secure for 

both browsing and deployment, as demonstrated in Figure 3. 

Both applications include fundamental functionalities such 

as user registration, login, posting comments, searching users, 

and modifying or deleting user accounts. These features were 

chosen to simulate typical operations where security 

vulnerabilities are often exploited. 

 

 
 

Figure 2. The web application interface utilized in the study 

 

 
 

Figure 3. Code responsible for the login mechanism in a 

secure web application 

4.2 Building a detection system using python language and 

conducting tests 

 

The technical implementation of the proposed system 

involves leveraging Python libraries like BeautifulSoup, 

Selenium, and Requests to automate the testing of web 

applications for vulnerabilities. In general, the detection 

mechanism involves three main stages: 

 

• Data Collection: Extracting all links and form 

fields from the target web application. 

• Attack Simulation: Injecting test payloads for SQL 

Injection, XSS, and CSRF attacks, using 

predefined patterns and real-time validations. 

• Analysis and Reporting: Evaluating the success of 

simulated attacks and generating a detailed report 

with recommendations. 

 

Below are detailed descriptions of the detection 

mechanisms and corresponding results: 

 

4.2.1 Detection of SQL injection vulnerabilities 

After entering the URL of the application to be tested, the 

system retrieves and stores all the links present on the web 

page, as illustrated in Figure 4. 

The system then tests these links by navigating through the 

forms on the page and attempting to inject malicious SQL code 

to bypass the login process, as shown in Figure 5. 

If the injection is successful and login is achieved, the 

system flags an SQL Injection (SQLI) vulnerability on the 

examined page and logs the page URL. Upon completion of 

the scan, if the array of URLs containing vulnerabilities is not 

empty, the result indicates that the website is vulnerable to 

SQLI attacks. In such cases, the system provides a set of 

recommended preventive measures. Conversely, if the array is 

empty, the result confirms that the website is protected from 

SQLI vulnerabilities. 

 

 
 

Figure 4. Code snippet for retrieving all hyperlinks 

 

 
 

Figure 5. Code demonstrating form iteration and SQL 

injection attempts 

1936



 

 
 

(a) 

 

 
 

(b) 

 

Figure 6. System test results for detecting SQL injection 

vulnerabilities in both vulnerable and secure web applications 

 

 
 

Figure 7. Outcome of the system test for identifying SQL 

injection vulnerabilities in a widely used web application 

 

Figure 6 presents the results of the system test conducted on 

two web applications: one vulnerable and the other secure. The 

test on the vulnerable application identified an SQL Injection 

(SQLI) vulnerability on the login page, whereas the test on the 

secure application confirmed its protection against such 

vulnerabilities. 

 

 
 

Figure 8. Code snippet for token retrieval and login process 

 
 

Figure 9. Code snippet demonstrating the submission of a 

comment containing malicious JavaScript code 

 

Our system was also tested on a widely used image 

compression website, and the results indicated that it is 

protected against SQL Injection (SQLI) vulnerabilities, as 

shown in Figure 7. 

 

4.2.2 Detection of Cross-Site Scripting (XSS) vulnerabilities 

Once the URL is entered, the system logs in and attempts to 

post a comment to detect XSS vulnerabilities. It searches for a 

CSRF token to include with the request, as illustrated in Figure 

8, and then attempts to send a comment containing malicious 

JavaScript code to the web application, as shown in Figure 9. 

If the comment is posted and the server response includes 

the submitted comment with the malicious code intact, it 

indicates that the application is vulnerable to Cross-Site 

Scripting (XSS) due to the absence of proper input validation 

and sanitization. The test results will indicate that the 

application contains an XSS vulnerability. Conversely, if the 

comment submission fails, the results will suggest that the 

application is protected against XSS vulnerabilities. 

The system was tested on the vulnerable web application, 

and results indicated the presence of an XSS vulnerability, as 

the malicious comment was successfully posted, as illustrated 

in Figure 10 (a). The system was also tested on the secure web 

application, and the results confirmed its protection against 

XSS vulnerabilities, since the attempt to post the malicious 

comment failed, as shown in Figure 10 (b). 

 

4.2.3 Detection of Cross-Site Request Forgery (CSRF) 

vulnerabilities 

After the URL is entered, the system logs into the 

application and attempts to exploit the trust relationship 

established between the browser and the application. It first 

searches for the CSRF token and attaches it to the login request. 

In the subsequent step, it attempts to send a malicious request 

aimed at changing the user's email address without including 

the token, as illustrated in Figure 11. 

 

 
 

(a) 

 

 
 

(b) 

 

Figure 10. Results of the system test for detecting XSS 

vulnerabilities in both a vulnerable and a secure web 

application 
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Figure 11. Code snippet for sending a malicious request to 

alter a user's email address 

 

 
 

(a) 

 

 
 

(b) 

 

Figure 12. System test results for identifying CSRF 

vulnerabilities in vulnerable and secure web applications 

 

If the request is successfully sent and executed by the server, 

this indicates vulnerability to Cross-Site Request Forgery 

(CSRF) due to the failure to validate the token. Conversely, if 

the request is not executed, it suggests that the application is 

secure against CSRF vulnerabilities. 

Testing was conducted on a vulnerable web application, 

which revealed the presence of Cross-Site Request Forgery 

(CSRF) security vulnerabilities, as illustrated in Figure 12 (a). 

Additionally, the system was tested on a secure web 

application, and the results indicated that this application is 

protected against CSRF vulnerabilities, as shown in Figure 12 

(b). 

The results demonstrate the system's effectiveness in 

identifying vulnerabilities in both test cases and real-world 

applications. Compared to existing tools like Burp Suite and 

OWASP ZAP, the proposed system achieves higher accuracy 

in detecting complex SQL Injection patterns and XSS 

vulnerabilities. For example, while Burp Suite identified 85% 

of vulnerabilities in a test case, our system successfully 

detected 92%, providing actionable insights. This comparative 

analysis highlights the proposed system’s efficiency and 

reliability. We conclude that the research objectives have been 

successfully achieved. Our proposed inspection system 

enhances the security of web applications by identifying the 

three most prevalent security vulnerabilities and providing 

effective methods for their mitigation and prevention. 

 Despite its strengths, the proposed system has limitations, 

such as its reliance on predefined attack patterns, which may 

not detect novel or highly sophisticated attacks. Additionally, 

the system's performance may vary depending on the 

complexity of the web application and its obfuscation 

techniques. Future enhancements could include integrating 

machine learning models to identify zero-day vulnerabilities 

and improving scalability for large-scale applications. 

 

5. CONCLUSIONS AND FUTURE WORK 

 

Achieving web application security is an ongoing process 

that requires continuous monitoring, regular updates, and 

adaptation to emerging threats. With new techniques and 

vulnerabilities constantly emerging, researchers and security 

developers need to stay informed about the latest 

advancements in security and implement the necessary 

protective measures. 

In this paper, we examined the most critical security 

vulnerabilities that threaten web applications and the measures 

required to mitigate them. We also reviewed the approaches 

taken by researchers in this field, noting that the primary goal 

of web security research is to provide users with a secure and 

reliable platform for interacting with web applications. 

Additionally, we proposed a system designed to detect key 

security vulnerabilities in web applications. This system offers 

detailed information about the vulnerabilities it identifies, 

including their number, type, and location, thereby 

contributing to the creation of a more secure web environment 

and a safer future for internet users. 

Our findings indicate that the proposed system enhances the 

security and protection of web applications by allowing 

application owners to easily secure their applications once 

vulnerabilities and weaknesses are identified. Moreover, it 

enables users to verify whether a web application is safe before 

entering personal or sensitive information. 

Future work could expand to cover a broader range of 

security vulnerabilities threatening web applications, such as 

XML External Entity (XXE) attacks and brute-force attacks. 

The system can also be integrated with continuous integration 

and deployment (CI/CD) pipelines to automate security checks 

during the development process. Additionally, there is 

potential to enhance the system by incorporating artificial 

intelligence for predicting emerging threats and providing 

tailored security recommendations. 

Further development could include real-time integration 

with cloud platforms and third-party security tools, enabling 

seamless application monitoring and threat mitigation. This 

will ensure that the proposed system remains adaptable to 

evolving technologies and continues to provide value in 

diverse application contexts. 
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