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Measurement, which can be done directly or indirectly, is the process of providing a 

quantitative indication of the scope, quantity, dimension, capacity, or characteristics of a 

process or product. Software may be measured directly in a number of ways, such as cost, 

effort, amount of code lines, functionality, speed of execution, memory size, 

documentation, number of inputs and outputs, and flaws in individual units. In contrast, 

features like functionality, efficiency, dependability, and maintainability are measured by 

indirect metrics like software quality. A metric is a quantitative measure of the degree of an 

attribute of an object, system, or process that is produced by the gathering of data for 

measurement. These metrics need to be gathered and converted into indicators in order to 

assess the quality of the program. Metrics, or sets of metrics, known as indicators, give 

management thorough information about a product and aid in process and product control. 

A system is made up of several interrelated parts that work together to accomplish a certain 

objective. These systems are broken down into more manageable subsystems that assist the 

main system. This research seeks to examine how software quality is measured on Marshal 

Suryadarma Aerospace University's Academic Information System. In addition to helping 

university administration regulate and enhance the information systems in use, this research 

is anticipated to offer a thorough grasp of the application of metrics and indicators in 

assessing and enhancing the caliber of academic software. 
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1. INTRODUCTION

Measurement quantifies a process or product's extent, 

amount, size, capacity, or other characteristics. There are two 

types of measurement: direct and indirect [1, 2]. Direct 

measurement in software refers to tangible aspects such as 

expenses, labor, number of functions, memory size, 

documentation, inputs, outputs, lines of code, execution speed, 

and defects. Indirect measurement, such as assessing software 

quality, includes attributes like functionality, efficiency, 

reliability, and maintainability [3-5]. The measurement 

process begins with data collection, resulting in metrics-

quantitative measures of an attribute's degree for an item, 

system, or process [6-8]. To evaluate software quality, these 

metrics must be transformed into indicators. An indicator is a 

statistic or a combination of metrics that provides 

comprehensive information about a product, assisting 

management in controlling the process and the resulting goods 

[9-11]. 

System is a collection of two or more components that 

constantly communicate and work together to achieve a 

specific goal [12]. Systems typically function as smaller 

subsystems that support larger, more complex systems [13, 14]. 

Effective systems require organization, structure, integration, 

and clear objectives [15, 16]. Thus, the author feels obligated 

to prepare a study under the heading "Analysis of Quality 

Improvement of Software Systems in Academic Information 

at Marsekal Suryadarma University." 

While the methods for measuring software quality are 

extensively described [17-19], there is a need for detailed case 

studies to illustrate the practical application of these 

techniques. This research aims to bridge this gap by 

demonstrating the effectiveness of these measurement 

methods through case studies, comparing their application 

across different types of information systems within the 

academic context. By doing so, it will provide a deeper 

understanding of how these metrics and indicators can be used 

to improve software quality and assist university management 

in refining their information systems. 

2. RESEARCH METHODS

The research method consists of several stages: data 

collection, numeric computation (metrics), and numeric 

computation (indicators) [20-22]. The results include data 

collection on software, numerical computation calculations on 

metrics, and numerical computation calculations with ISO 

9126 quality indicators, which cover functional quality 

indicators, reliability quality indicators, usability quality 

indicators, efficiency quality indicators, maintainability 

quality indicators, and portability quality indicators. Data 
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collection involves gathering information from various 

sources, including academic databases, university records, and 

user feedback. Ensuring data quality is paramount; thus, we 

implement data validation techniques and cross-referencing 

with multiple sources to confirm accuracy. 

For numeric computation of metrics, we use specific 

software tools such as MATLAB and Python for statistical 

analysis and computation [23, 24]. Metrics are derived from 

raw data and processed to quantify various attributes of the 

software. For instance, the number of lines of code is measured 

using code analysis tools like SonarQube, while execution 

speed and memory usage are assessed using performance 

profiling tools such as JProfiler and VisualVM [25, 26]. To 

compute the quality indicators according to the ISO 9126 

standard, we use specialized software tools like Quality 

Modeler (QMOOD) and software quality assessment 

frameworks. These tools facilitate the evaluation of functional, 

reliability, usability, efficiency, maintainability, and 

portability quality indicators [27, 28]. Each indicator is 

calculated based on predefined metrics, and the results are 

analyzed to provide comprehensive insights into the software's 

quality [29, 30]. By elaborating on the software tools used, 

sources of data, and methods for ensuring data quality, this 

research aims to enhance the transparency and reproducibility 

of the study. This detailed approach allows for a more precise 

analysis of the software quality in the Academic Information 

System at Marsekal Suryadarma University (Figure 1). 

 

 
 

Figure 1. Research methods 

 

2.1 Identification 

 

Descriptive research follows much the same methods as 

other types of research procedures. Variations may arise, 

particularly when employing distinct analytical tools, such as 

distinguishing between qualitative and quantitative research in 

the given study. Generally speaking, though, descriptive 

research follows these steps: 

a) Choose a noteworthy issue that will be resolved using 

descriptive techniques. 

b) Define the issue precisely and set a limit. 

c) Establish the goals and advantages of the study. 

d) Look into relevant literature about the issue. 

g) Establish the framework, as well as the research 

questions and/or hypotheses. 

f) Creating the study methodology, which entails selecting 

the population, sample, sampling strategies, data gathering 

tools, and data analysis. 

g) Gather information, arrange it, and apply pertinent 

statistical methods to evaluate it. 

 

2.2 Design 

 

The subjects in this study were a sample of Suryadarma 

University Faculty of Industrial Technology (FTI) students 

who had progressed through the even semester of the 2020-

2021 academic year. Specifically, the sample included 

students from semesters 2, 4, 6, and 8. These students had 

experienced a shift to distance learning due to the COVID-19 

pandemic, which began about a year prior to the study. This 

transition significantly altered the educational environment, as 

students and faculty adapted to new methods of interaction and 

instruction. The focus of this research is on the management 

of Distance Learning (PJJ) between students and lecturers 

within the FTI, with particular attention to the changes and 

challenges encountered post-pandemic. The study aims to 

assess both the direct and indirect impacts of this shift, 

including how well the new online systems facilitated 

communication, engagement, and overall educational 

effectiveness. By examining these elements, the research seeks 

to provide a comprehensive understanding of the effectiveness 

and efficiency of distance learning practices and their 

implications for future educational strategies in the context of 

ongoing and post-pandemic conditions. 

 

2.3 Implementation 

 

The techniques used to collect data in this study are as 

follows:  

a. Prior observation 

Here the researcher makes indirect observations through an 

online questionnaire (google form) regarding the impact of 

covid 19 on PJJ management in order to find out whether there 

is an impact directly or indirectly experienced by students.  

b. Interview 

Conducting interviews with the academic department to 

find out which students are active during PJJ. In this 

unstructured interview, the author can have an initial picture 

of PJJ management so far in his element. 

c. Questionnaire 

Questionnaires are often also known as questionnaires, 

basically a questionnaire is a list of questions that must be 

filled in by the person to be measured (respondent). With this 

questionnaire, people can be known about their circumstances 

/ personal data, experiences, knowledge attitudes or opinions, 

and others. In terms of who answers, there are direct and 

indirect (closed) questionnaires. In this study, researchers will 

use a direct closed questionnaire, which consists of questions 

with a number of answers as options, in other words, the 

person subjected to the questionnaire must have the answers 

provided in the questionnaire. Regarding the form of 

questionnaire used is a multiple choice system. The reasons 

the author uses a questionnaire are: a) Save energy. b) Save 

costs because it does not require much equipment. c) Save time, 

meaning that with a short time you can get a lot of data. 

1454



 

2.4 Testing 

 

Testing involves conducting observations, numerical 

computations, and calculating ISO 9126 quality indicators to 

determine the quality of software products. The ISO 9126 

standard provides a comprehensive framework for evaluating 

software quality, encompassing six key quality characteristics: 

1. Functionality: Measures how well the software performs 

its intended functions. 

2. Reliability: Assesses the software's ability to maintain 

performance under specified conditions. 

3. Usability: Evaluates how easily users can learn and use 

the software. 

4. Efficiency: Examines the software's performance in terms 

of resource usage. 

5. Maintainability: Determines how easily the software can 

be modified for corrections, improvements, or adaptation to 

changes. 

6. Portability: Assesses the software's ability to be 

transferred from one environment to another. 

Each of these characteristics is evaluated using specific 

metrics. For example, functionality is assessed through 

correctness, reliability through fault tolerance, usability 

through learnability, efficiency through time behavior, 

maintainability through analyzability, and portability through 

adaptability. These metrics are processed into indicators that 

provide comprehensive insights into the software's quality, 

helping management in the control and improvement of the 

system. 

 

 

3. RESULT 

 

A globally accepted benchmark for software quality is ISO 

9126. Software product quality is defined by ISO 9126, along 

with models, quality attributes, and related metrics that are 

used to assess and determine software product quality. 

Furthermore, management must also adhere to ISO standards. 

An ISO standard certificate cannot be issued for the job if the 

management does not adhere to the ISO standards. Six quality 

criteria are included in the ISO 9126 list of quality factors. 

Software testing is one way to evaluate the quality of 

software, along with other metrics and techniques. ISO 9126 

is a software quality benchmark developed by the International 

Electrotechnical Commission (IEC) and the International 

Organization for Standardization (ISO). 

A globally accepted benchmark for software quality is ISO 

9126. Software product quality is defined by ISO 9126, along 

with related metrics, models, and quality attributes that are 

used to assess and determine a software product's quality. 

Furthermore, management must also adhere to ISO standards. 

An ISO standard certificate cannot be issued for the job if the 

management does not adhere to the ISO standards. Six quality 

characteristics are included in the ISO 9126 list of quality 

criteria. They are as follows: 

Usability. The capacity of software to fulfil user 

requirements and provide user satisfaction. 

Dependability. The software's capacity to sustain a 

particular degree of functionality (e.g., precision, consistency, 

ease of use, and fault tolerance). 

Practicality. Software should be easy to use, learn, 

understand, and appealing to users. 

Effectiveness. The software's capacity to provide acceptable 

performance in relation to the quantity of resources consumed 

in the given situation (e.g., storage efficiency). 

Reliability. software capacity for modification. Corrections, 

enhancements, or adjustments made in response to alterations 

in the environment, specifications, and functional needs are 

examples of modifications (ex: consistency). 

Mobility. The software's capacity to change and adapt to 

different environments (e.g., self-documentation, organization) 

or specific uses. 

The ISO 9126 model divides each software quality 

characteristic into many qualities sub-characteristics, which 

include: 

(1) The functionality of ISO 9126. 

(2) Dependability (ISO 9126). 

(3) Usability (ISO 9126). 

(4) The portability of ISO 9126. 

 

3.1 Observation results 

 

Based on the observations, the data as shown in Table 1 is 

obtained. 

 

3.2 Numeric computation calculation 

 

The numeric computation of the metric is that the function-

oriented software metric is derived based on a functionality 

measurement delivered by the application as a normalized 

value. Since functionality cannot be measured directly, it must 

be derived indirectly from other direct measurements. The 

function-oriented metric created by Alan J. Albrecht (1979) is 

called a function point. Currently, there are many variations on 

how to calculate function points after this method was 

developed and revised by the International Function Point 

User Group (IFPUG) since 1986. However, in this research, 

the author will focus on using the function point created by 

Albrecth. Function points are derived using an empirical 

relationship based on direct measurement of the software's 

computable information domain and estimated software 

complexity. Function points are calculated using a rating scale 

as shown in Table 2. 

 

3.3 Calculation of ISO 9126 quality indicators 

 

After the data is collected, the next step is to look for ISO 

9126 quality indicators, namely functionality, reliability, 

usability, efficiency, maintainability, and portability. 

 

3.3.1 Functionality 

Functionality indicators can be derived from function points. 

The function point calculation requires data in the form of user 

input, user output, user requests, files, and external interfaces. 

Each of these data must be assessed for complexity in general, 

namely simple, medium or complex. With this data and 

assessment, the function point calculation is as shown in Table 

3. 

 

3.3.2 Complexity modifier 

The complexity modifier factor is obtained from the 

assessment of the fourteen attributes contained in the software. 

The fourteen attributes are used as factors to normalize the 

function point calculation. The calculation of the function 

point complexity variable factor is as shown in Table 4.
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Table 1. Observation results 

 

Data Name Item Total 

User Input 

Student data entry 

8 

KRS entry 

Lecturer entry 

Class entry 

Lecture schedule entry 

Grade entry 

Financial data entry 

User Output 

Class schedule 

8 

Semester grades 

Grade transcript 

EDOM assessment 

Test schedule 

Final exam schedule 

Lecture teaching material 

Student finance 

User Request 

Consultation with PA 

soden 

10 

Consultation with KaProdi 

Online survey 

Check bank bills 

Change password 

Tool menu 

Information board menu 

Log out button 

Profile button 

Help desk menu 

File 

Course material data 

6 

Lecture schedule 

User data 

Lecturer data 

Student data 

Student financial data 

External Interface TCP/IP 1 

Current Program 

Module 

SKS program 

3 SKS plus 

Active bank billing 

Replaced Module Application migration 1 

Deleted Module  0 

Programming 

Language 

PHP 
2 

Delphi 

Failure 

Data Name 

User Input 

Patch update 

5 

Student data search 

Print learning results 

Lecturer data search 

Course change 

 

Table 2. Numeric computation and functional indicators 

 
Param. 

Measurement 
Total Simple Average Complex Total 

J. User Input 8 X 3   24 

J. User Output 8 X 4   32 

J. User 

Inquiry 
10 X  5  50 

J. Files 6 X  10  60 

J. External 

Interface 
1 X 6   6 

Total 172 

 

Unknown: Total=172 

 

∑ 𝐹𝑖 = 30 (1) 

 

The formula for finding function points is as follows: 

 

FP=Total Number ×  (0,65 + 0,01 ∑ 𝐹𝑖) (2) 

𝐹𝑃 = 172 × (0.65 + (0.01 ×  30)) 

𝐹𝑃 = 163.4 

𝐹𝑃𝑀𝑎𝑥 = 1.35 ×  𝑇𝑜𝑡𝑎𝑙 
𝐹𝑃𝑀𝑎𝑥 = 1.35 × 163.4 

𝐹𝑃𝑀𝑎𝑥 = 220.59 

 

where, FP = Function Point; FPMax = Function Point 

Maximum; Total Sum = Total value of the information domain; 

∑Fi = Sum of complexity adjustment prices. 

 

Table 3. ISO 9126- Functionality 

 
SUB – Characteristics 

Steak 
Description 

Suitability 

The ability of the software to 

provide a set of functions that 

appropriate for specific tasks and 

user goals. 

Accuracy 

Software capabilities in providing 

precise results and correct 

according to the needs. 

Security 

Software capabilities to prevent 

unwanted access, facing intruders 

(hacker) as well as authorization in 

the modification of data. 

Interopabillity 

The ability of the software to 

interact with one or more specific 

system. 

Compilance 

Software capabilities in meeting 

standards and needs in accordance 

with applicable regulations. 

 

Table 4. Complexity modifier 

 
No. Variable Factors Nilai 

1 Backup and recovery 0 1 2 3 4 5 

2 Data communication 0 1 2 3 4 5 

3 Data processing distribution 0 1 2 3 4 5 

4 Performance 0 1 2 3 4 5 

5 Operational configuration 0 1 2 3 4 5 

6 On-line entry 0 1 2 3 4 5 

7 On-line data change (on-line update) 0 1 2 3 4 5 

8 Data transaction rate 0 1 2 3 4 5 

9 User efficiency 0 1 2 3 4 5 

10 Processing complexity 0 1 2 3 4 5 

11 Processing complexity 0 1 2 3 4 5 

12 Conversion and installation 0 1 2 3 4 5 

13 Doubling of installation 0 1 2 3 4 5 

14 Facilitate change 0 1 2 3 4 5 

  30 

 

Table 5. ISO 9126- Reliability 

 
SUB-Characteristics Steak Description 

Maturity 

The ability of software to 

avoid failure as a result of 

from errors in the software. 

Fault Tolerance 

The ability of the software to 

maintain its performance if a 

software error occurred. 

Recoverability 

Software ability to rebuild 

performance levels when a 

system failure occurs, 

including data and network 

connections. 

 

Based on function points and maximum function points, the 

level of achievement of SIAKAD software functionality is as 
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follows: 

 

Unknown: 𝐹𝑃 = 163.4 

𝐹𝑃𝑀𝑎𝑥 = 220.59 

Functionality = 
FP

FPMax
 

Functionality = 
FP

FPMax
= 0.7410 

(3) 

 

So, the SIAKAD software functionality value is 0.7410. 

 

3.3.3 Reliability 

Software reliability indicators are obtained from the rate of 

failure occurrence (ROCOF) metric. To calculate ROCOF, the 

variables function point (FP), and number of failures (Failure) 

are needed (Table 5). 

 

Diketahui: FP=163.4 

 

𝐹𝑎𝑖𝑙𝑢𝑟𝑒 = 5 

ROCOF=
𝐹𝑎𝑖𝑙𝑢𝑟𝑒

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝑃𝑜𝑖𝑛𝑡
 

ROCOF=
5

163,4
= 0.0305 

(4) 

 

Reliability can be derived using the following formula: 

 

Reliability = 1– 𝑅𝑂𝐶𝑂𝐹 

𝑅𝑒𝑙𝑖𝑎𝑏𝑖𝑙𝑖𝑡𝑦 = 1– 0.0305 

𝑅𝑒𝑙𝑖𝑎𝑏𝑖𝑙𝑖𝑡𝑦 = 0.969 

(5) 

 

Thus, the reliability of SIAKAD is 0.969. A value of 0.969 

indicates that in 1,000 operations, it is estimated that the 

software of the SIAKAT application is able to work correctly 

for 969 times. In other words, in 1000 operations the 

application has been estimated to fail 31 times. 

 

3.3.4 Usability 

The software usability indicator is obtained from the speed 

of operation metric. The more the speed of operation 

approaches a value of 0, indicating that the usability is 

increasing. Conversely, the more the speed of operation 

approaches a value of 1, the more the usability decreases 

(Table 6). 

 

Table 6. ISO 9126- Usability 

 
SUB – Characteristics Description 

Understandability 
Software capabilities in ease to 

understand. 

Learnability 
Software capabilities in ease to 

learn. 

Operability 
Software capabilities in ease to 

operated. 

Attractiveness 
The ability of software to 

attracts users. 

 

Unknown: Function Point(FP)=163.4 

 

𝑈𝑠𝑒𝑟 𝐼𝑛𝑝𝑢𝑡 = 8 

𝑈𝑠𝑒𝑟 𝑅𝑒𝑞𝑢𝑒𝑠𝑡 = 10 

𝑆𝑝𝑒𝑒𝑑 𝑜𝑓 𝑂𝑝𝑒𝑟𝑎𝑡𝑖𝑜𝑛 =
𝑈𝑠𝑒𝑟 𝐼𝑛𝑝𝑢𝑡+𝑈𝑠𝑒𝑟 𝑅𝑒𝑞𝑢𝑒𝑠𝑡

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝑃𝑜𝑖𝑛𝑡
  

𝑆𝑝𝑒𝑒𝑑 𝑜𝑓 𝑂𝑝𝑒𝑟𝑎𝑡𝑖𝑜𝑛 =
8+10

163,4
= 0.4895  

𝑈𝑠𝑎𝑏𝑖𝑙𝑖𝑡𝑦 = 1 − 𝑆𝑝𝑒𝑒𝑑 𝑜𝑓 𝑂𝑝𝑒𝑟𝑎𝑡𝑖𝑜𝑛 

= 1 − 0,4895 = 0.5105 

(6) 

 

3.3.5 Efficiency 

Efficiency is related to performance, resources required, 

and savings gained from product use. To obtain efficiency 

indicators, several variables are needed to calculate them. 

These variables are total benefits, total costs, and effort 

required to build the software (Table 7). 

 

Table 7. ISO 9126- Efficiency 

 
SUB – Characteristics TIK Description 

Time Behavior 

Software capabilities in 

providing response and time 

appropriate processing when 

performing its functions. 

Resource Behavior 

Software capabilities in using 

resources it has when 

performing the specified 

function. 

 

Metric Approximation 

 

Known: 𝐹𝑃 = 163.4 

𝐸 = −13.39 + 0.0545 𝐹𝑃 

𝐸 = −13.39 + (0.0545 × 163.4) 

𝐸 = 4.4847 𝑝𝑒𝑟𝑠𝑜𝑛 − 𝑚𝑜𝑛𝑡ℎ 

(7) 

 

3.3.6 Maintenance 

In software, the more changes that occur in the software 

indicate that maintenance will be more difficult to do. To find 

the value of maintainability, the metric used is the Software 

Maturity Index (SMI) metric. The more SMI approaches the 

value of 1, the more stable the product will be. Conversely, the 

more SMI moves away from the value of 1, the more unstable 

the product will be. The variables needed to find the SMI value 

are the current number of modules (MT), the number of added 

modules (Fa), the number of modules that have changed (Fc), 

and the number of modules that have been deleted since the 

initial design (Fd) (Table 8). 

 

Table 8. ISO 9126- Maintainability 

 
SUB – Characteristics K Description 

Analyzability 

Software capabillities in 

diagnosing deficiencies or 

causes or failure. 

Changeability 
The ability of the software to 

be modified certain. 

Stability 

The ability of the software to 

minimize the unpredictable 

effects of software 

modification. 

Testability 

Software capability to be 

modified and validated other 

software. 

 

Unknown: MT=3 

 
𝐹𝑎 = 0 

𝐹𝑐 = 0 

𝐹𝑑 = 0 

𝑆𝑀𝐼 =
𝑀𝑇−(𝐹𝑎+𝐹𝑐+𝐹𝑑)

𝑀𝑇
=

3−(0+0+0)

3
=

3

3
= 1  

(8) 

 

A maintenance indicator of 1 indicates that out of every 3 

program modules, there is 1 module that is expected to be 

stable so that it does not require significant changes at 
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maintenance time and 2 other modules that are expected to 

undergo changes at the maintenance stage. 

 

3.3.7 Portability 

After obtaining the six ISO 9126 quality indicators, namely 

functionality, reliability, usability, efficiency, maintainability, 

and portability, the last step is to generalize. The 

generalization in question is an overall assessment of the 

achievement of the quality of the SIAKAD system software 

the number of added modules (Fa), the number of modules that 

have changed (Fc), and the number of modules that have been 

deleted since the initial design (Fd) shown in Table 9. 

The Table 10 lists different characteristics related to the 

quality of a software application, in this case, an SIAKAD 

application. Each characteristic has a value assigned to it. 

Here's a detailed explanation of each term: Functionality 

(Value: 0.74): This measures how well the software performs 

its intended functions. A value of 0.74 indicates a certain level 

of functionality provided by the software. Reliability (Value: 

0.96): This measures the software’s ability to consistently 

perform its functions without failure. A value of 0.96 suggests 

high reliability. Usability (Value: 0.51): This measures how 

easy and user-friendly the software is. A value of 0.51 implies 

that usability could be improved. Efficiency (Value: 0.4): This 

measures how well the software utilizes resources (like 

memory and processing power) while performing its tasks. A 

value of 0.4 indicates that efficiency might need enhancement. 

Maintainability (Value: 1): This measures how easy it is to 

maintain and update the software. A value of 1 is the highest 

among the listed characteristics, indicating that the software is 

quite maintainable. Portability (Value: 2): This measures how 

easily the software can be transferred from one environment 

to another. A value of 2 suggests that portability is a strong 

point of the software. 

 

Table 9. ISO 9126- Portability 

 
SUB – Characteristics 

Steak 
Description 

Adaptability 
The ability of software to be adapted 

to the environment different. 

Instalability 
The ability of the software to be 

installed in an environment different. 

Coexistence 

The ability of the software to the 

coexist with the device other software 

in one environment by sharing 

resources. 

Replacementy 
The ability of the software to be used 

as a substitute other software. 

 

Table 10. Portability 

 
No. Characteristics of Value 

1 Functionality 0.74 

2 Reliability 0.96 

3 Usability 0.51 

4 Efficiency 0.4 

5 Maintainability 1 

6 Portability 2 

Total quality 5.61 

 

Total Quality (5.61): This is the sum of all the values 

assigned to the characteristics listed above. 

 

Unknown: Maximum Quality= 6 

𝑄𝑢𝑎𝑙𝑖𝑡𝑦 𝐴𝑐ℎ𝑖𝑒𝑣𝑒𝑚𝑒𝑛𝑡 = 5.61 
(9) 

𝑃𝑒𝑟𝑐𝑒𝑛𝑡𝑎𝑔𝑒 𝑜𝑓 𝑄𝑢𝑎𝑙𝑖𝑡𝑦 𝐴𝑐ℎ𝑖𝑒𝑣𝑒𝑚𝑒𝑛𝑡 =

 
𝑄𝑢𝑎𝑙𝑖𝑡𝑦 𝐴𝑐ℎ𝑖𝑒𝑣𝑒𝑚𝑒𝑛𝑡

𝑀𝑎𝑥𝑖𝑚𝑢𝑚 𝑄𝑢𝑎𝑙𝑖𝑡𝑦
 × 100%  

=
5.61

6
× 100% = 93.5  

 

 

4. CONCLUSIONS 

 

A measurement is necessary to ascertain the quality of a 

software application. Standards, tools, and variables are used 

in quality measurement. The SIAKAD application software 

attained a quality of 93.5% through measurements utilizing 

metrics and ISO 9126 criteria. Dependability, with a value of 

0.9888, is the greatest quality attribute of the SIAKAD 

application; efficiency, with a value of 0.4, is the lowest. The 

study reveals that the measurements of some metrics are 

directly correlated with software quality, whereas others are 

negatively correlated. Metrics such as the Software Maturity 

Index (SMI), function points, and portability show a strong 

correlation with software quality. To normalize data from 

negatively correlated metrics, the number 1 is subtracted from 

these values. 

The research findings indicate that, with a quality 

attainment of 93.5%, the SIAKAD application is viable for 

implementation. However, the administration retains the 

authority to decide whether to utilize this program or seek 

alternatives. This study successfully achieved its aim of 

determining the degree of software quality attainment using 

the function-oriented metric approach and ISO 9126 quality 

criteria. 

Summary of Research Findings: 1) Overall Quality 

Attainment: The SIAKAD application achieved an overall 

quality score of 93.5%, indicating high software quality. 2) 

Dependability: With a score of 0.9888, dependability emerged 

as the highest quality attribute, highlighting the software's 

robustness and reliability. 3) Efficiency: Efficiency scored the 

lowest at 0.4, suggesting areas for improvement in resource 

usage and performance optimization. 4) Correlation of Metrics: 

The study found a direct correlation between certain metrics 

(e.g., SMI, function points, portability) and software quality, 

while others showed a negative correlation. 

Prospects for Future Work: 1) Detailed Analysis of 

Efficiency: Future research should focus on in-depth analysis 

and improvement strategies for the efficiency attribute, as it 

scored the lowest. 2) Broader Metric Evaluation: Expanding 

the range of metrics evaluated to include more diverse and 

comprehensive indicators of software quality. 3) Comparative 

Studies: Conducting comparative studies with other academic 

information systems to benchmark SIAKAD's performance 

and identify best practices. 4) Longitudinal Studies: 

Implementing longitudinal studies to monitor the SIAKAD 

application's quality over time and assess the impact of 

continuous improvement efforts. 

By addressing these areas, future research can build on the 

findings of this study and contribute to the ongoing 

enhancement of academic information systems' quality. 
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